# Exercises: Classes and Their Members

Problems for exercises and homework for the [“JavaScript Advanced” course @ SoftUni](https://softuni.bg/courses/javascript-advanced). Submit your solutions in the SoftUni judge system at <https://judge.softuni.bg/Contests/340/>.

## Data Class

Write a JS class that holds data about an HTTP request. It has the following properties:

* method (String)
* uri (String)
* version (String)
* message (String)
* response (String)
* fulfilled (Boolean)

The first four properties (**method**, **uri**, **version**, **message**) are set trough the **constructor**, in the listed order. The **response** property is initialized to undefined and the **fulfilled** property is initially set to false.

### Input / Output

The constructor of your class will receive valid parameters. There is no output.

Submit the class definition as is, **without** wrapping it in any function.

### Examples

|  |  |
| --- | --- |
| Sample Input | Resulting object |
| let myData = new Request('GET', 'http://google.com', 'HTTP/1.1', '') | { method: 'GET',  uri: 'http://google.com',  version: 'HTTP/1.1',  message: '',  response: undefined,  fulfilled: false } |

### Hints

Using ES6 syntax, a class can be defined similar to a function, using the class keyword:
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At this point, the class can already be **instantiated**, but it won’t hold anything useful, since it doesn’t have a constructor. A **constructor** is a function that initializes the object’s context and attaches values to it. It is defined with the keyword constructor inside the body of the class definition and it follows the syntax of regular JS functions – it can take arguments and execute logic. Any variables we want to be attached to the **instance** must be prefixed with the this identifier:
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The description mentions some of the properties need to be set via the constructor – this means the constructor must receive them as parameters. We modify it to take four named parameters that we then assign to the local variables:

![](data:image/png;base64,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)

Note the input parameters have the same names as the instance variables – this isn’t necessary, but it’s easier to read. There will be no name collision, because the this identifier tells the interpreter to look for a variable in a different context, so this.method is not the same as method.

## Unity

Rats are uniting.

Create a class, Rat, which holds the functionality to unite with other objects of the same type. Make it so that the object holds all of the other objects it has connected to.

The class should have a **name**, which is a **string**, and it should be **initialized with it**.

The class should also hold a function unite(otherRat), which unites the **first object** with the **given one**. An object should store all of the objects it has united to. The function should only add the object if it is an object of the class Rat. In any other case it should **do nothing**.

The class should also hold a function getRats() which returns all the rats it has united to, in a list.

Implement functionality for toString() function… which returns a string representation of the object and all of the objects its united with, each on a new line. On the first line put the object’s name and on the next several lines put the united objects’ names, each with a padding of “**##**”.

### Example

|  |
| --- |
| test.js |
| **let *test*** = **new** Rat(**"Pesho"**); ***console***.log(***test***.toString()); *//Pesho* ***console***.log(***test***.getRats()); *//[]* ***test***.unite(**new** Rat(**"Gosho"**)); ***test***.unite(**new** Rat(**"Sasho"**)); ***console***.log(***test***.getRats()); *//[ Rat { name: 'Gosho', unitedRats: [] }, // Rat { name: 'Sasho', unitedRats: [] } ]* ***console***.log(***test***.toString()); *// Pesho // ##Gosho // ##Sasho* |

### Hints

Submit your solution as a class representation only! No need for IIFEs or wrapping of classes.

## Length Limit

Create a class, Stringer, which holds **single string** and a **length** property. The class should be initialized with a **string**, and an **initial length.** The class should always keep the **initial state** of its **given** **string**.

Name the two properties innerString and innerLength.

There should also be functionality for increasing and decreasing the initial **length** property.  
Implement function increase(length) and decrease(length), which manipulate the length property with the **given value**.

The length property is **a numeric value** and should not fall below **0**. It should not throw any errors, but if an attempt to decrease it below 0 is done, it should be automatically set to **0**.

You should also implement functionality for toString() function, which returns the string, the object was initialized with. If the length of the string is greater than the **length property**, the string should be cut to from right to left, so that it has the **same length** as the **length property**, and you should add **3 dots** after it, if such **truncation** was **done**.

If the length property is **0**, just return **3 dots.**

### Examples

|  |
| --- |
| test.js |
| **let *test*** = **new** Stringer(**"Test"**, 5); ***console***.log(***test***.toString()); *//Test* ***test***.decrease(3); ***console***.log(***test***.toString()); *//Te...* ***test***.decrease(5); ***console***.log(***test***.toString()); *//...* ***test***.increase(4); ***console***.log(***test***.toString()); *//Test* |

### Hints

Store the initial string in a property, and do not change it. Upon calling the toString() function, truncate it to the **desired value** and return it.

Submit your solution as a class representation only! No need for IIFEs or wrapping of classes.